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# Summary

Our objective was to predict the acidity or alkalinity of samples as closely as possible to actual values based on data provided from a food and beverage manufacturing company. Each sample must fit within a critical range. With 7 being neutral and pH set on a logarithm scale from 1 -10, each sample leaned towards higher alkalinity (basicness) with an average ‘PH’ of about 8.5. There were roughly 2571 samples and 33 potential predictors with measurements of those samples. We found that a nonparametric random forest model performed best based on the mean absolute error (MAE), root mean squared error (RMSE) and coefficient of determination (Rsquared). We also discovered that the samples were already generally bounded within a concise range of ‘PH’ values having 99.84% of samples between 8.0 and 9.0. We were not given a specific critical range, but this one appears to occur naturally. There are also regular variations in the target variable ‘PH,’ resembling an eb and flow during the manufacturing process. Measurements of ‘PH,’ including those missing, were randomly distributed and data required pre-processing for analysis.

# Data Exploration

Our data consists of 33 variables from a food and beverage manufacturing company. Our goal is to predict the hydronium ion concentration, or pH, which is a measure of acidity or alkalinity. This ‘PH’ measure, as shown in the data, is a Key Performance Indicator (KPI) and must conform to a critical range.

## Initial Observations

The data is loaded, and all packages used throughout the report are provided. We view a random sample of the data to inspect initial observations. It shows the randomly selected data as 1 – 5 denoting the first, second, third, fourth, and fifth observation for each variable.

library(utils)  
library(psych)  
library(pls)  
library(tidyverse)  
library(corrplot)  
library(elasticnet)  
library(kernlab)  
library(plotrix)  
library(ggcorrplot)  
library(ggpubr)  
library(party)  
library(MASS)  
library(mice)  
library(mboost)  
library(VIM)  
library(rpart)  
library(caret)  
library(zoo)  
library(rpart)  
library(rpart.plot)  
library(naniar)  
library(partykit)  
library(flextable)  
library(bestNormalize)  
library(doParallel) # Used for computation  
library(earth) # Package necessary for marsModel  
registerDoParallel(cores=2)  
theme\_set(theme\_minimal())  
set.seed(004)  
ph <- read.csv(  
 "https://raw.githubusercontent.com/palmorezm/msds/main/624/Projects/Project2/StudentData%20-%20TO%20MODEL.csv")  
obs.sample <- as.data.frame(t(head(sample\_n(ph[1:33], 5), 5)))  
obs.sample <- as.data.frame(lapply(obs.sample[2:33,],   
function(x) round(as.numeric(as.character(x)),1)))  
obs.sample <- rbind(ph$ï..Brand.Code, obs.sample)  
obs.sample <- obs.sample %>%   
 mutate(Variable = colnames(ph)) %>%  
 dplyr::select(Variable, X1, X2, X3, X4, X5)  
flextable(obs.sample) %>%   
 theme\_vanilla() %>%   
 set\_table\_properties(layout = "autofit")

| **Variable** | **X1** | **X2** | **X3** | **X4** | **X5** |
| --- | --- | --- | --- | --- | --- |
| ï..Brand.Code | B | A | B | A | A |
| Carb.Volume | 5 | 5.4 | 5.2 | 5.3 | 5.3 |
| Fill.Ounces | 24.2 | 24.1 | 24 | 24 | 24.1 |
| PC.Volume | 0.1 | 0.3 | 0.2 | 0.2 | 0.3 |
| Carb.Pressure | 61.2 | 68.4 | 63 | 75.4 | 66.2 |
| Carb.Temp | 139.2 | 141.8 | 135.4 | 152.2 | 138.8 |
| PSC | 0 | 0.1 | 0.2 | 0.1 | 0.1 |
| PSC.Fill |  | 0.2 | 0.4 | 0.3 | 0.1 |
| PSC.CO2 | 0.1 | 0 | 0.2 | 0 | 0.1 |
| Mnf.Flow | 0.2 | -100.2 | 0.2 | -100 | -100.2 |
| Carb.Pressure1 | 122.4 | 111.8 | 125.8 | 117.6 | 114.4 |
| Fill.Pressure |  | 46 | 43.8 | 46.6 | 46.2 |
| Hyd.Pressure1 | 0 | 0 | 0.2 | 0 | 0 |
| Hyd.Pressure2 | 0.2 | 0 | 0.2 | 0 | 0 |
| Hyd.Pressure3 | -1.2 | 0 | -1.2 | 0 | 0 |
| Hyd.Pressure4 | 98 | 74 | 126 | 88 | 94 |
| Filler.Level |  | 120 | 128.2 | 119.4 | 120 |
| Filler.Speed | 1010 | 4010 | 1010 | 4010 | 3978 |
| Temperature | 67 | 64.4 | 71.6 | 66 | 65.4 |
| Usage.cont | 24.4 | 16.8 | 23.8 | 19.2 | 16.7 |
| Carb.Flow | 3014 | 2980 | 40 | 3110 | 2984 |
| Density | 0.8 | 1.7 | 0.7 | 0.9 | 0.9 |
| MFR | 466.4 | 732.6 |  | 730.6 | 726.8 |
| Balling | 1.3 | 3.4 | 0.8 | 1.4 | 1.3 |
| Pressure.Vacuum | -5 | -5 | -5.6 | -4.4 | -4.6 |
| PH | 8.5 | 8.8 | 8.5 | 8.6 | 8.8 |
| Oxygen.Filler | 0 | 0 | 0 | 0 | 0.1 |
| Bowl.Setpoint | 90 | 120 | 90 | 120 | 120 |
| Pressure.Setpoint | 48 | 46 | 50 | 46 | 46 |
| Air.Pressurer | 142.4 | 142.4 | 142.6 | 146.6 | 142.6 |
| Alch.Rel | 6.5 | 7.1 | 6.5 | 6.5 | 6.5 |
| Carb.Rel | 5.5 | 5.5 | 5.2 | 5.3 | 5.4 |
| Balling.Lvl | 1.6 | 3.3 | 1.4 | 1.4 | 1.5 |

From these initial observations, we notice that data is missing. These appear as empty spots on the table. Some data points are also zero or negative, but it is unclear if this is intentional. For example, variable ‘Pressure.Vacuum’ is negative as one might expect when holding pressure in a vacuum, but the variables ‘Mnf.Flow,’ ‘PSC,’ ‘Hyd.Pressure1,’ ‘Hyd.Pressure2,’ ‘Hyd.Pressure3,’ and others are less intuitive.

Our table also displays differences in the scale of the variables’ raw values. This will need to be reviewed to ensure it does not harm the model’s predictive capabilities. It also appears that due to the conversion of the spreadsheet format from excel to ‘csv’ when hosting the data remotely, our first column variable name is legible but needs the “i..” symbol removed. None of the other 33 variables need to be renamed. We take a closer look at these variables with some descriptive statistics.

## Inferential Statistics

Our target variable, PH, appears to be on a scale between 1 and 10, as it should be, while the others vary widely between -100 (Mnf.Flow) and greater than 4000 (Filler.Speed). For this reason, we review each variable’s statistics individually. We calculate their total observations (obs), percent missing (pm), mean, median (med), standard deviation (sd), minimum value (min), maximum value (max), skewness (skew), and standard error (se) and combine them into a table by variable.

ph.desc <- ph %>%   
 describe() %>%  
 mutate("pm" = round(((2571 - n)/2571)\*100, 2),   
 obs = n,   
 med = median) %>%   
 round(digits = 1) %>%   
 mutate(var = colnames(ph)) %>%  
 dplyr::select(var, obs, pm, mean, med,  
 sd, min, max, skew, se)  
flextable::flextable(ph.desc) %>%   
 theme\_vanilla() %>%   
 set\_table\_properties(layout = "autofit")

| **var** | **obs** | **pm** | **mean** | **med** | **sd** | **min** | **max** | **skew** | **se** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ï..Brand.Code | 2,571 | 0.0 | 3.4 | 3.0 | 1.1 | 1.0 | 5.0 | 0.0 | 0.0 |
| Carb.Volume | 2,561 | 0.4 | 5.4 | 5.3 | 0.1 | 5.0 | 5.7 | 0.4 | 0.0 |
| Fill.Ounces | 2,533 | 1.5 | 24.0 | 24.0 | 0.1 | 23.6 | 24.3 | 0.0 | 0.0 |
| PC.Volume | 2,532 | 1.5 | 0.3 | 0.3 | 0.1 | 0.1 | 0.5 | 0.3 | 0.0 |
| Carb.Pressure | 2,544 | 1.0 | 68.2 | 68.2 | 3.5 | 57.0 | 79.4 | 0.2 | 0.1 |
| Carb.Temp | 2,545 | 1.0 | 141.1 | 140.8 | 4.0 | 128.6 | 154.0 | 0.2 | 0.1 |
| PSC | 2,538 | 1.3 | 0.1 | 0.1 | 0.0 | 0.0 | 0.3 | 0.8 | 0.0 |
| PSC.Fill | 2,548 | 0.9 | 0.2 | 0.2 | 0.1 | 0.0 | 0.6 | 0.9 | 0.0 |
| PSC.CO2 | 2,532 | 1.5 | 0.1 | 0.0 | 0.0 | 0.0 | 0.2 | 1.7 | 0.0 |
| Mnf.Flow | 2,569 | 0.1 | 24.6 | 65.2 | 119.5 | -100.2 | 229.4 | 0.0 | 2.4 |
| Carb.Pressure1 | 2,539 | 1.2 | 122.6 | 123.2 | 4.7 | 105.6 | 140.2 | 0.1 | 0.1 |
| Fill.Pressure | 2,549 | 0.9 | 47.9 | 46.4 | 3.2 | 34.6 | 60.4 | 0.5 | 0.1 |
| Hyd.Pressure1 | 2,560 | 0.4 | 12.4 | 11.4 | 12.4 | -0.8 | 58.0 | 0.8 | 0.2 |
| Hyd.Pressure2 | 2,556 | 0.6 | 21.0 | 28.6 | 16.4 | 0.0 | 59.4 | -0.3 | 0.3 |
| Hyd.Pressure3 | 2,556 | 0.6 | 20.5 | 27.6 | 16.0 | -1.2 | 50.0 | -0.3 | 0.3 |
| Hyd.Pressure4 | 2,541 | 1.2 | 96.3 | 96.0 | 13.1 | 52.0 | 142.0 | 0.5 | 0.3 |
| Filler.Level | 2,551 | 0.8 | 109.3 | 118.4 | 15.7 | 55.8 | 161.2 | -0.8 | 0.3 |
| Filler.Speed | 2,514 | 2.2 | 3,687.2 | 3,982.0 | 770.8 | 998.0 | 4,030.0 | -2.9 | 15.4 |
| Temperature | 2,557 | 0.5 | 66.0 | 65.6 | 1.4 | 63.6 | 76.2 | 2.4 | 0.0 |
| Usage.cont | 2,566 | 0.2 | 21.0 | 21.8 | 3.0 | 12.1 | 25.9 | -0.5 | 0.1 |
| Carb.Flow | 2,569 | 0.1 | 2,468.4 | 3,028.0 | 1,073.7 | 26.0 | 5,104.0 | -1.0 | 21.2 |
| Density | 2,570 | 0.0 | 1.2 | 1.0 | 0.4 | 0.2 | 1.9 | 0.5 | 0.0 |
| MFR | 2,359 | 8.2 | 704.0 | 724.0 | 73.9 | 31.4 | 868.6 | -5.1 | 1.5 |
| Balling | 2,570 | 0.0 | 2.2 | 1.6 | 0.9 | -0.2 | 4.0 | 0.6 | 0.0 |
| Pressure.Vacuum | 2,571 | 0.0 | -5.2 | -5.4 | 0.6 | -6.6 | -3.6 | 0.5 | 0.0 |
| PH | 2,567 | 0.2 | 8.5 | 8.5 | 0.2 | 7.9 | 9.4 | -0.3 | 0.0 |
| Oxygen.Filler | 2,559 | 0.5 | 0.0 | 0.0 | 0.0 | 0.0 | 0.4 | 2.7 | 0.0 |
| Bowl.Setpoint | 2,569 | 0.1 | 109.3 | 120.0 | 15.3 | 70.0 | 140.0 | -1.0 | 0.3 |
| Pressure.Setpoint | 2,559 | 0.5 | 47.6 | 46.0 | 2.0 | 44.0 | 52.0 | 0.2 | 0.0 |
| Air.Pressurer | 2,571 | 0.0 | 142.8 | 142.6 | 1.2 | 140.8 | 148.2 | 2.3 | 0.0 |
| Alch.Rel | 2,562 | 0.3 | 6.9 | 6.6 | 0.5 | 5.3 | 8.6 | 0.9 | 0.0 |
| Carb.Rel | 2,561 | 0.4 | 5.4 | 5.4 | 0.1 | 5.0 | 6.1 | 0.5 | 0.0 |
| Balling.Lvl | 2,570 | 0.0 | 2.1 | 1.5 | 0.9 | 0.0 | 3.7 | 0.6 | 0.0 |

No variable is missing greater than 8.2% (MFR) of its cases with 25 of the 33 variables at or under 1% missing. Our target ‘PH,’ is only missing 0.2%. A simple imputation should fix this without issue, as long as the errors are randomly dispersed.

The standard deviations inform us that the spread of each variable is also wide in several cases like ‘Filler.Speed’ and ‘Carb.Flow,’ while extremely narrow or even 0 for variables ‘Oxygen.Filler,’ ‘PSC,’ PSC.CO2,’ ‘PSC.Fill,’ ‘Carb.Volume,’ and several more. These statistics confirm that we will be working with data objects of completely different scales each centered around their own averages. Our target ‘PH,’ has very little deviation as well, but in this case, it is to be expected since by nature it follows a logarithmic pattern, and we are only seeing values between 7.9 and 9.4.

There is some skewness among the variables and thereby potential outliers. This is most pronounced in the variables, ‘MFR,’ and ‘Filler.Speed,’ where the data has skewed left from its averages. Fortunately, all but two variables (Carb.Flow and Filler.Speed) have low standard errors indicating that nearly all variables will serve as good reference data sets for prediction due to low variation in spread from their means. To learn how good these variables may be at predicting, we need to see the relationship of each with our target ‘PH,’ interpret, and apply the results during modeling.

## Variable Relationships

To gain a better understanding of the relationships between our variables and the target ‘PH,’ we visualize the points as scatterplots with fitted regression lines. Before we make our first plot, we create an index value for ‘PH’ in the order it was read. This shows the pattern in individual measures of acidity or alkalinity as they were taken. We call this index value the ‘Position’ given its purpose of describing measurement position for each ‘PH’ value.

# Bounds estimates  
cap99 <- (length(ph$PH) - 4) / length(ph$PH)  
# Plot of Target PH  
ph %>%   
 dplyr::select(PH, Oxygen.Filler) %>%   
 mutate(Index = 1:length(ph$PH)) %>%   
 ggplot(aes(Index, PH, color = PH, alpha=.01)) +   
 geom\_point(aes()) +   
 geom\_smooth(method = "loess",   
 color="goldenrod2",   
 lty = "solid",   
 fill = "yellow1") +  
 geom\_smooth(method = "lm",   
 color="grey34",   
 lty = "dotted",   
 fill = "grey13") +  
 labs(subtitle = "PH Patterns by Position",  
 x = "Position", y = "PH") +  
 theme(legend.position = "none")
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Interestingly, the pattern appears to fit an almost perfect sinusoidal curve, as demonstrated by the yellow line which is a closely fit locally weighted scatterplot smoothing (LOESS). For contrast, the black line attempts to fit a linear trend to the data. The shade of blue of each point indicates PH level and clustering. The lighter the point, the more alkaline and more solitary the measurement while darker points are more acidic and grouped together. A good example of the lightest point is the lone outlier plotted well above a pH of 9 just past position 1000.

A greater number of blue points (pH measurements) fall onto and around the yellow line than the black linear line and the pH shades do not show any big clusters or groups of pH values. From this we can be confident in two principles about this data. First, that the data measurements are random with no obvious pH clusters and secondly, that the data’s collection process was not random, it was more sinusoidal.

From this perspective, it is likely that there is a give and take of pH in each beverage. They are likely bounded by pH levels and the fluctuations in each beverage were accurately captured by the machine or device measuring pH. At this stage, we can also estimate the bounds as 99.84% of the measurements fall between 8.0 and 9.0 while over 75% are between 8.25 and 8.75. This should not have a tremendous effect on all models, but it would certainly affect any business decisions related to our predictions.

We continue to visualize the relationship of our target ‘PH,’ with the variables. For ease of viewing, we plot these variables in 4 sets each given a linear black line of best fit using ‘PH,’ as the response.

# 1st set of variables - excluding brand code (categorical)  
ph[c(2:9,26)] %>%  
 gather(variable, value, -PH) %>%   
 ggplot(., aes(value, PH)) +   
 labs(  
 subtitle =  
 "Variable Relationships with Yield Set 1") +   
 geom\_point(fill = "white",  
 size=1,   
 shape=1,   
 color="light sky blue") +   
 geom\_smooth(formula = y~x,   
 method = "lm",   
 size=1,  
 se = TRUE,  
 color = "grey24",   
 linetype = "dotdash",   
 alpha=0.25) +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4) +   
 theme(axis.text.x = element\_blank(),   
 axis.text.y = element\_blank(),   
 axis.ticks = element\_blank())
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# 2nd set of variables  
ph[c(10:17,26)] %>%  
 gather(variable, value, -PH) %>%   
 ggplot(., aes(value, PH)) +   
 labs(  
 subtitle =  
 "Variable Relationships with Yield Set 2") +  
 geom\_point(fill = "white",  
 size=1,   
 shape=1,   
 color="light sky blue") +   
 geom\_smooth(formula = y~x,   
 method = "lm",   
 size=1,  
 se = TRUE,  
 color = "grey24",   
 lty = "dotdash",   
 alpha=0.25) +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4)
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# 3rd set of variables   
ph[c(18:26)] %>%  
 gather(variable, value, -PH) %>%   
 ggplot(., aes(value, PH)) +   
 labs(  
 subtitle =  
 "Variable Relationships with Yield Set 3") +  
 geom\_point(fill = "white",  
 size=1,   
 shape=1,   
 color="light sky blue") +   
 geom\_smooth(formula = y~x,   
 method = "lm",   
 size=1,  
 se = TRUE,  
 color = "grey24",   
 linetype = "dotdash",   
 alpha=0.25,   
 fill="white") +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4)
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# last 8 variables  
ph[c(27:33,26)] %>%   
 mutate(pH = PH) %>%   
 gather(variable, value, -PH) %>%   
 ggplot(., aes(value, PH)) +   
 labs(  
 subtitle =  
 "Variable Relationships with Yield Set 4") +  
 labs(subtitle = ) +  
 geom\_point(fill = "white",  
 size=1,   
 shape=1,   
 color="light sky blue") +   
 geom\_smooth(formula = y~x,   
 method = "lm",   
 size=1,  
 se = TRUE,  
 color = "grey24",   
 linetype = "dotdash",   
 alpha=0.25) +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4)
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None of the variables appear to follow a linear relationship with ‘PH.’ If they were, it would look similar to the plot of ‘PH,’ with itself. Most variables are continuous. Excluding a handful of seemingly discrete numerical values such as ‘Pressure.Setpoint,’ ‘Bowl.Setpoint,’ and ‘Alch.Rel,’ there is an inherent randomness to all relationships with ‘PH.’ We repeat the visualization process to create histograms of each variable to review their distributions.

ph %>%  
 gather(variable, value) %>%   
 ggplot(., aes(value)) +   
 ggtitle("Linearity of Values") +   
 geom\_histogram(stat="count",   
 binwidth = 10,   
 fill = "white",   
 color="light sky blue") +   
 facet\_wrap(~variable,   
 scales ="free",  
 ncol = 4) +  
 theme(axis.text.x = element\_blank(),   
 axis.text.y = element\_blank(),   
 plot.title = element\_blank())
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At a binwidth of 10, ‘PH’ appears normally distributed. However, many variables have two modes (biomodal) and are skewed. Temperature is skewed right due to a suspected outlier. We will need to fix this before modeling.

Additionally, the discrete numeric values formed by ‘Pressure.Setpoint,’ and ‘Bowl.Setpoint,’ in our scatterplots are confirmed. They can be spotted easily this way since they look more like our categorical variable “Brand.Code” than a continuous variable like ‘Temperature.’ Given these results, we must consider skew more closely. We use a point range function and visual to explore further.

# Function to calculate and set pointrange  
xysdu <- function(x) {  
 m <- mean(x)  
 ymin <- m - sd(x)  
 ymax <- m + sd(x)  
 return(c(y = m, ymin = ymin, ymax = ymax))  
}  
# Full picture point range   
ptrng.full <- ph %>%   
 dplyr::select(where(is.numeric)) %>%   
 gather(variable, value) %>%   
 ggplot(aes(variable, value)) + coord\_flip() +  
 stat\_summary(fun.data=xysdu, geom = "Pointrange", shape=16, size=.5, color="black") +  
 stat\_summary(fun.y=median, geom="point", shape=16, size=2, color="red") +   
 theme(legend.position = "None", axis.title.x = element\_blank(), axis.title.y = element\_blank())  
# Similar point ranges (smaller)  
ptrng.small <- ph %>%   
 dplyr::select(where(is.numeric)) %>%   
 dplyr::select(-MFR, -Filler.Speed, -Carb.Flow, -Mnf.Flow) %>%   
 gather(variable, value) %>%   
 ggplot(aes(variable, value)) + coord\_flip() +  
 stat\_summary(fun.data=xysdu, geom = "Pointrange", shape=16, size=.5, color="black") +  
 stat\_summary(fun.y=median, geom="point", shape=16, size=2, color="red") +   
 theme(legend.position = "None", axis.title.x = element\_blank(), axis.title.y = element\_blank())  
# Similar point ranges (Medium)  
ptrng.med <- ph %>%   
 dplyr::select(where(is.numeric)) %>%   
 dplyr::select(MFR, Mnf.Flow) %>%   
 gather(variable, value) %>%   
 ggplot(aes(variable, value)) + coord\_flip() +  
 stat\_summary(fun.data=xysdu, geom = "Pointrange", shape=16, size=.5, color="black") +  
 stat\_summary(fun.y=median, geom="point", shape=16, size=2, color="red") +   
 theme(legend.position = "None", axis.title.x = element\_blank(), axis.title.y = element\_blank())  
# Similar point ranges (larger)  
ptrng.lrg <- ph %>%   
 dplyr::select(where(is.numeric)) %>%   
 dplyr::select(Filler.Speed, Carb.Flow) %>%   
 gather(variable, value) %>%   
 ggplot(aes(variable, value)) + coord\_flip() +  
 stat\_summary(fun.data=xysdu, geom = "Pointrange", shape=16, size=.5, color="black") +  
 stat\_summary(fun.y=median, geom="point", shape=16, size=2, color="red") +   
 theme(legend.position = "None", axis.title.x = element\_blank(), axis.title.y = element\_blank())  
ggarrange(ptrng.small,   
 ggarrange(ptrng.lrg, ptrng.med, ncol = 1, labels = c("B", "C")), nrow = 1, labels = "A"  
 )
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The red dot on each variable range is its median while the black dot is its mean. The more of the black dot we see, the more skewed that distribution is. Here, we label three parts A, B, and C to denote a corresponding group of variables on similar scales with centers of their distribution closer together than other groups. It is best to simply think of these labels as A being the small-scale group, B showing the large-scale group, and C as a middle or medium scale group.

Using a point range visualization like this lets us check the magnitude of outliers by exploiting the difference in robustness between median and mean. It also helps us pick out exactly which variables are best for modeling by sighting variables with many points that influence their distribution more than other variables. Unfortunately, we are still not sure if any of the seemingly outlier points were intentional so a fair bit of intuition is used to identify what should and should not be influencing the distribution.

When considering variable relationships, we also need to consider their correlations. In this final correlation plot we examine not only the variable’s correlation with ‘PH’ but all variables’ correlations with one another.

# Correlation Plot  
order <- ph %>%   
 dplyr::select(where(is.numeric)) %>%  
 arrange() %>%   
 gather(variable, value) %>%   
 pivot\_wider(id\_cols = variable, names\_from = variable, values\_from = value) %>%  
 unnest()  
order <- order[,order(colnames(order),decreasing=TRUE)]  
cors <- cor(order, use = "complete.obs")  
p.mat <- ggcorrplot::cor\_pmat(cors, sig.level = 0.05)  
sum(p.mat > .05)

## [1] 670

ggcorrplot(cors, "square", "lower",   
 colors = c("#6D9EC1", "white", "#E46726"),   
 outline.color = "white",   
 digits = 1,   
 p.mat=p.mat,  
 hc.order = FALSE,   
 hc.method = "complete") +   
 coord\_flip() +   
 labs(title = "Corrlation Matrix with Significance Label 0.05")
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Although computed and shown for reference, we ignore insignificantly correlated variables with p-values greater than or equal to 0.05. Those we ignore have an ‘X’ drawn through its box. Variables directly measuring pressure and flow exhibit more negative control over ‘PH’ shown in darker blue. The only significant exception to this is ‘Carb.Flow.’ Meanwhile, ‘Bowl.Setpoint,’ ‘Filler.Level,’ ‘Oxygen.Filler,’ and ‘Usage.Count’ are the only remaining significantly correlated variables.

# Data Preparation

## Imputation

Before imputing, we check for patterns in the missing data. According to the mice method used in the md.pattern() function, there is no clear pattern. The errors are randomly dispersed. However, since we discovered some natural eb and flow in the collection process we double check with our own eyes.

# Check for missing data patterns with mice  
na.pattern.mice <- md.pattern(ph) # No clear pattern

![](data:image/png;base64,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)

# Double check with hist and plot   
aggr(ph, col=c('navyblue','red'),   
 numbers=TRUE, sortVars=TRUE,   
 labels=names(ph), cex.axis=.7,   
 gap=3, ylab=c("Histogram","Pattern"))
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##   
## Variables sorted by number of missings:   
## Variable Count  
## MFR 0.0824581875  
## Filler.Speed 0.0221703617  
## PC.Volume 0.0151691949  
## PSC.CO2 0.0151691949  
## Fill.Ounces 0.0147802412  
## PSC 0.0128354726  
## Carb.Pressure1 0.0124465189  
## Hyd.Pressure4 0.0116686114  
## Carb.Pressure 0.0105017503  
## Carb.Temp 0.0101127966  
## PSC.Fill 0.0089459354  
## Fill.Pressure 0.0085569817  
## Filler.Level 0.0077790743  
## Hyd.Pressure2 0.0058343057  
## Hyd.Pressure3 0.0058343057  
## Temperature 0.0054453520  
## Oxygen.Filler 0.0046674446  
## Pressure.Setpoint 0.0046674446  
## Hyd.Pressure1 0.0042784909  
## Carb.Volume 0.0038895371  
## Carb.Rel 0.0038895371  
## Alch.Rel 0.0035005834  
## Usage.cont 0.0019447686  
## PH 0.0015558149  
## Mnf.Flow 0.0007779074  
## Carb.Flow 0.0007779074  
## Bowl.Setpoint 0.0007779074  
## Density 0.0003889537  
## Balling 0.0003889537  
## Balling.Lvl 0.0003889537  
## ï..Brand.Code 0.0000000000  
## Pressure.Vacuum 0.0000000000  
## Air.Pressurer 0.0000000000

# Small amount missing - simple median will do  
obs.missing.perc <-   
 (sum(ph.desc$obs) / (33\*2571)\*100)  
# replaces NA with median (given a removal of missing values in calculation)  
for (i in colnames(ph)) {  
 ph[[i]][is.na(ph[[i]])] <- median(ph[[i]], na.rm=TRUE)  
}  
# Confirm none are missing  
sum(is.na(ph))

## [1] 0

The histogram distributes the missing data as expected from our inferential statistics. The lion’s share of missing values (8.2%) is concentrated under variable ‘MFR’ dwarfing the next variables by comparison. Our pattern plot also randomly spreads red pixelated rectangles on a dark blue background, indicating completely random missing values. Since the quantity of missing values is quite small (less than 1%) we perform a simple imputation by the median of each variable using a for loop.

## Outlier Extraction

To extract and remove outliers, we first identify which variables contain the outliers. Variable ‘Brand.Code’ is categorical and has no missing values so we exclude it by selecting all numeric variables (which includes everything else). We then identify and replace those outliers using a formula with upper and lower bounds to extract nonoutlier data, leaving the rest as outliers. Thus, we conveniently quantify these outliers as greater than or less than 1.5 times each variable’s interquartile range.

# select numeric variables  
ph.numerics <- ph %>%   
 dplyr::select(where(is.numeric))  
# remove outliers based on IQR  
for (i in colnames(ph.numerics)) {  
 iqr <- IQR(ph.numerics[[i]])  
 q <- quantile(ph.numerics[[i]], probs = c(0.25, 0.75), na.rm = FALSE)  
 qupper <- q[2]+1.5\*iqr  
 qlower <- q[1]+1.5\*iqr  
 outlier\_free <- subset(ph.numerics, ph.numerics[[i]] > (q[1] - 1.5\*iqr) & ph.numerics[[i]] < (q[2]+1.5\*iqr) )  
}  
ph.numerics <- outlier\_free  
# join outlier free numerics with categorical   
Brand.Code <- ph$ï..Brand.Code  
df <- cbind(Brand.Code, ph.numerics)  
df.summary <- summary(df)

After identifying and replacing outliers by looping through each variable in the data, we join the outlier free numeric data with the excluded ‘Brand.Code’ variable. This retains the data types as read in and is complete with a binding function for data frames. We then check for missing data in ‘Brand.Code’ to ensure it all transferred appropriately and review the results to see that very few outliers were present.

## Transformations

Although the data did not exhibit linear trends, nor fit a typically gaussian pattern in its isolation, we consider transformations that would best normalize each variable’s distribution. Using a function in the bestNormalize package we store the chosen transformations of each variable in a data frame named ‘best.norms’ along with corresponding metrics to transform them.

# Produce recommended transformations  
df.nums <- df %>%   
 dplyr::select(where(is.numeric))  
best.norms <- df.nums[1:11,1:10]  
for (i in colnames(df.nums)) {  
 best.norms[[i]] <- bestNormalize(df.nums[[i]],  
 allow\_orderNorm = FALSE,  
 out\_of\_sample =FALSE)  
}  
best.norms$Carb.Volume$chosen\_transform

## Standardized Yeo-Johnson Transformation with 2571 nonmissing obs.:  
## Estimated statistics:  
## - lambda = -4.99994   
## - mean (before standardization) = 0.1999832   
## - sd (before standardization) = 1.568536e-06

From this data frame, we can call upon the desired variables to know which transformation is best at a specific time. The ideal transformation to normalize the ‘Carb.Volume’ variable is shown in the code as an example. These will be used in conjunction with model importance when building models.

## Split and Selections

We split the data set giving 70% to training and 30% to testing data frames. Using a forward and backward traveling stepwise regression that considered Akaike information criterion (AIC) to evaluate model fit, we determined the best variables. Quite intuitively, any coefficient in the model that had a p-value lower than 0.05 was used. This indicated a significant coefficient to us and was the basis for our selection-based models.

# Split 70-30 training/test  
set.seed(1102)  
index <- createDataPartition(  
 df$PH, p = .7,   
 list = FALSE, times = 1)  
train <- df[index,]  
test <- df[-index,]  
# Create train x and y  
trainx <- train %>%  
 dplyr::select(-PH)  
trainy <- train$PH  
testx <- test %>%  
 dplyr::select(-PH)  
testy <- test$PH

# StepAIC Model Selectors  
df.selected <- df %>%   
 dplyr::select(Brand.Code,   
 Carb.Volume,  
 Fill.Ounces,  
 PC.Volume,  
 Carb.Temp,  
 PSC,   
 PSC.Fill,   
 PSC.CO2,  
 PH,  
 Mnf.Flow,   
 Carb.Pressure1,   
 Fill.Pressure,   
 Hyd.Pressure2,   
 Hyd.Pressure3,   
 Filler.Level,  
 Temperature,   
 Usage.cont,  
 Carb.Flow,  
 Density,  
 Balling,  
 Pressure.Vacuum,   
 Oxygen.Filler,   
 Bowl.Setpoint,   
 Pressure.Setpoint,   
 Alch.Rel,  
 Balling.Lvl)  
set.seed(1102)  
index <- createDataPartition(  
 df.selected$PH, p = .7,   
 list = FALSE, times = 1)  
train.selected <- df.selected[index,]  
test.selected <- df.selected[-index,]  
# Create selected variation of train x and y  
trainx.selected <- train.selected %>%  
 dplyr::select(-PH)  
trainy.selected <- train.selected$PH  
testx.selected <- test.selected %>%  
 dplyr::select(-PH)  
testy.selected <- test.selected$PH

# Model Building

Given a clean data set and options of using transformed and down selected data, we can begin to build models for predicting our target variable, ‘PH.’ There are 17 models, so we organize them into three categories: parametric, nonparametric, and specialized. We refrain from explaining why the models are selected until the ‘model selection’ section but include importance values for each predictor used in the models.

For a quick reference, in parametric models the parameters used to generate predictions are fixed. Whereas nonparametric models tend to change parameters with the size of data. To further generalize, if the model has a predetermined outcome between predictor and response, then it is parametric (Ex: linear, multiple regression). All others are nonparametric. Specialized models can be either type but use the down-selected data with a slightly different cleaning process to adapt to their chosen transformations as mentioned previously.

## Parametric Models

We begin with a stepwise regression model that travels forwards and backwards through the parameters to select the best ones. It uses Akaike information criterion (AIC) to evaluate model fit. This model was used to generate the previously selected parameters in our ‘Select and Split’ section.

model.pm <- lm(PH~.,train)  
pm <- stepAIC(model.pm,   
 trace = F,   
 direction = "both")  
p <- summary(pm)$call  
pm <- lm(p[2], df)  
pmPred <- predict(model.pm, newdata = test)  
pm\_test <- data.frame(  
 postResample(pred = pmPred, obs = test$PH))   
summary(pm)

##   
## Call:  
## lm(formula = p[2], data = df)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.52505 -0.07555 0.00974 0.08777 0.75646   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.047e+01 8.180e-01 12.795 < 2e-16 \*\*\*  
## Brand.CodeA -3.429e-03 2.445e-02 -0.140 0.88847   
## Brand.CodeB 7.337e-02 1.356e-02 5.412 6.80e-08 \*\*\*  
## Brand.CodeC -7.203e-02 1.477e-02 -4.877 1.14e-06 \*\*\*  
## Brand.CodeD 5.176e-02 2.770e-02 1.869 0.06176 .   
## Carb.Volume -6.370e-02 4.546e-02 -1.401 0.16123   
## Fill.Ounces -7.976e-02 3.178e-02 -2.510 0.01213 \*   
## Carb.Temp 1.023e-03 6.715e-04 1.523 0.12785   
## PSC -1.418e-01 5.428e-02 -2.612 0.00906 \*\*   
## Mnf.Flow -7.100e-04 4.519e-05 -15.711 < 2e-16 \*\*\*  
## Carb.Pressure1 6.678e-03 6.832e-04 9.774 < 2e-16 \*\*\*  
## Fill.Pressure 2.691e-03 1.178e-03 2.284 0.02246 \*   
## Hyd.Pressure2 -8.118e-04 4.676e-04 -1.736 0.08265 .   
## Hyd.Pressure3 2.853e-03 5.667e-04 5.035 5.11e-07 \*\*\*  
## Hyd.Pressure4 -1.881e-04 2.831e-04 -0.664 0.50643   
## Filler.Level -8.855e-04 4.979e-04 -1.778 0.07547 .   
## Temperature -1.421e-02 2.229e-03 -6.372 2.20e-10 \*\*\*  
## Usage.cont -6.488e-03 1.114e-03 -5.825 6.42e-09 \*\*\*  
## Carb.Flow 9.474e-06 3.295e-06 2.875 0.00407 \*\*   
## Density -1.251e-01 2.768e-02 -4.518 6.52e-06 \*\*\*  
## Balling -6.365e-02 2.180e-02 -2.920 0.00353 \*\*   
## Pressure.Vacuum -1.760e-02 6.979e-03 -2.522 0.01174 \*   
## Oxygen.Filler -2.835e-01 6.738e-02 -4.207 2.68e-05 \*\*\*  
## Bowl.Setpoint 2.957e-03 5.174e-04 5.715 1.23e-08 \*\*\*  
## Pressure.Setpoint -8.948e-03 1.912e-03 -4.680 3.02e-06 \*\*\*  
## Alch.Rel 6.630e-02 2.066e-02 3.209 0.00135 \*\*   
## Balling.Lvl 1.022e-01 2.054e-02 4.979 6.83e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1327 on 2544 degrees of freedom  
## Multiple R-squared: 0.4134, Adjusted R-squared: 0.4074   
## F-statistic: 68.95 on 26 and 2544 DF, p-value: < 2.2e-16

caret::varImp(model.pm) %>%   
 dplyr::arrange(desc(Overall))

## Overall  
## Mnf.Flow 12.90552066  
## Carb.Pressure1 8.46144560  
## Temperature 5.91895482  
## Usage.cont 5.28392577  
## Brand.CodeB 5.06446945  
## Bowl.Setpoint 4.63529384  
## Balling.Lvl 4.58220778  
## Oxygen.Filler 4.27226520  
## Hyd.Pressure3 4.15673945  
## Pressure.Setpoint 4.11096992  
## Balling 2.96562686  
## Density 2.75035127  
## Pressure.Vacuum 2.63457991  
## Brand.CodeC 2.55784872  
## Alch.Rel 2.41598768  
## Fill.Pressure 2.41161929  
## Carb.Flow 2.29517315  
## Fill.Ounces 1.92700494  
## Carb.Temp 1.63740336  
## PSC 1.57143255  
## Hyd.Pressure4 1.53898269  
## Hyd.Pressure2 1.52357509  
## Carb.Volume 1.49035900  
## Filler.Level 1.47081618  
## Brand.CodeD 1.32956678  
## PSC.Fill 1.24950798  
## Filler.Speed 0.98706190  
## Air.Pressurer 0.90918827  
## Carb.Pressure 0.90346164  
## PSC.CO2 0.86633297  
## PC.Volume 0.55040489  
## MFR 0.40486454  
## Carb.Rel 0.35254386  
## Hyd.Pressure1 0.09522975  
## Brand.CodeA 0.05736799

With the stepwise regression complete, we try another method colloquially known as the ’kitchen sink’ or KS model. This will throw everything but the kitchen sink into the model as parameters and return significance values to us in the form of p-values. Performing this model helps to evaluate the selection of the previous model.

model.ks <- lm(PH~., train)  
ksPred <- predict(model.ks, newdata = test)  
ks\_test <- data.frame(  
 postResample(pred = ksPred, obs = test$PH))   
summary(model.ks)

##   
## Call:  
## lm(formula = PH ~ ., data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.52964 -0.07675 0.00804 0.08685 0.77027   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.071e+01 1.117e+00 9.585 < 2e-16 \*\*\*  
## Brand.CodeA -1.705e-03 2.972e-02 -0.057 0.95426   
## Brand.CodeB 8.759e-02 1.730e-02 5.064 4.52e-07 \*\*\*  
## Brand.CodeC -4.790e-02 1.872e-02 -2.558 0.01062 \*   
## Brand.CodeD 4.526e-02 3.404e-02 1.330 0.18383   
## Carb.Volume -9.996e-02 6.707e-02 -1.490 0.13631   
## Fill.Ounces -7.456e-02 3.869e-02 -1.927 0.05414 .   
## PC.Volume -3.482e-02 6.325e-02 -0.550 0.58211   
## Carb.Pressure -2.222e-03 2.459e-03 -0.903 0.36640   
## Carb.Temp 3.247e-03 1.983e-03 1.637 0.10172   
## PSC -1.097e-01 6.978e-02 -1.571 0.11626   
## PSC.Fill -3.461e-02 2.770e-02 -1.250 0.21165   
## PSC.CO2 -6.503e-02 7.506e-02 -0.866 0.38643   
## Mnf.Flow -7.201e-04 5.580e-05 -12.906 < 2e-16 \*\*\*  
## Carb.Pressure1 7.063e-03 8.347e-04 8.461 < 2e-16 \*\*\*  
## Fill.Pressure 3.490e-03 1.447e-03 2.412 0.01598 \*   
## Hyd.Pressure1 4.179e-05 4.388e-04 0.095 0.92414   
## Hyd.Pressure2 -9.955e-04 6.534e-04 -1.524 0.12779   
## Hyd.Pressure3 2.938e-03 7.069e-04 4.157 3.38e-05 \*\*\*  
## Hyd.Pressure4 -5.453e-04 3.543e-04 -1.539 0.12399   
## Filler.Level -8.596e-04 5.844e-04 -1.471 0.14152   
## Filler.Speed -6.050e-06 6.129e-06 -0.987 0.32375   
## Temperature -1.598e-02 2.700e-03 -5.919 3.88e-09 \*\*\*  
## Usage.cont -7.221e-03 1.367e-03 -5.284 1.42e-07 \*\*\*  
## Carb.Flow 9.879e-06 4.304e-06 2.295 0.02184 \*   
## Density -9.350e-02 3.400e-02 -2.750 0.00601 \*\*   
## MFR 2.131e-05 5.264e-05 0.405 0.68563   
## Balling -8.026e-02 2.706e-02 -2.966 0.00306 \*\*   
## Pressure.Vacuum -2.293e-02 8.703e-03 -2.635 0.00850 \*\*   
## Oxygen.Filler -3.533e-01 8.271e-02 -4.272 2.04e-05 \*\*\*  
## Bowl.Setpoint 2.861e-03 6.173e-04 4.635 3.83e-06 \*\*\*  
## Pressure.Setpoint -9.619e-03 2.340e-03 -4.111 4.12e-05 \*\*\*  
## Air.Pressurer -2.563e-03 2.819e-03 -0.909 0.36337   
## Alch.Rel 6.718e-02 2.781e-02 2.416 0.01579 \*   
## Carb.Rel 1.964e-02 5.571e-02 0.353 0.72447   
## Balling.Lvl 1.169e-01 2.551e-02 4.582 4.92e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1332 on 1765 degrees of freedom  
## Multiple R-squared: 0.4119, Adjusted R-squared: 0.4002   
## F-statistic: 35.32 on 35 and 1765 DF, p-value: < 2.2e-16

caret::varImp(model.ks) %>%   
 dplyr::arrange(desc(Overall))

## Overall  
## Mnf.Flow 12.90552066  
## Carb.Pressure1 8.46144560  
## Temperature 5.91895482  
## Usage.cont 5.28392577  
## Brand.CodeB 5.06446945  
## Bowl.Setpoint 4.63529384  
## Balling.Lvl 4.58220778  
## Oxygen.Filler 4.27226520  
## Hyd.Pressure3 4.15673945  
## Pressure.Setpoint 4.11096992  
## Balling 2.96562686  
## Density 2.75035127  
## Pressure.Vacuum 2.63457991  
## Brand.CodeC 2.55784872  
## Alch.Rel 2.41598768  
## Fill.Pressure 2.41161929  
## Carb.Flow 2.29517315  
## Fill.Ounces 1.92700494  
## Carb.Temp 1.63740336  
## PSC 1.57143255  
## Hyd.Pressure4 1.53898269  
## Hyd.Pressure2 1.52357509  
## Carb.Volume 1.49035900  
## Filler.Level 1.47081618  
## Brand.CodeD 1.32956678  
## PSC.Fill 1.24950798  
## Filler.Speed 0.98706190  
## Air.Pressurer 0.90918827  
## Carb.Pressure 0.90346164  
## PSC.CO2 0.86633297  
## PC.Volume 0.55040489  
## MFR 0.40486454  
## Carb.Rel 0.35254386  
## Hyd.Pressure1 0.09522975  
## Brand.CodeA 0.05736799

We begin with a stepwise regression model that travels forwards and backwards through the parameters to select the best ones. It uses Akaike information criterion (AIC) to evaluate model fit. This model was used to generate the previously selected parameters in our ‘Select and Split’ section.

trctrl<- trainControl(method="repeatedcv",   
 number=3,   
 repeats=2)  
model.rr <- caret::train(PH~., data=train,  
 method="ridge",  
 trControl=trctrl)  
rrPred <- predict(model.rr, newdata = test)  
rr\_test <-data.frame(  
 postResample(pred = rrPred,   
 obs = test$PH))   
model.rr

## Ridge Regression   
##   
## 1801 samples  
## 32 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1200, 1201, 1201, 1200, 1200, 1202, ...   
## Resampling results across tuning parameters:  
##   
## lambda RMSE Rsquared MAE   
## 0e+00 0.1359779 0.3786719 0.1048789  
## 1e-04 0.1359618 0.3787656 0.1048805  
## 1e-01 0.1364600 0.3722408 0.1068864  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was lambda = 1e-04.

caret::varImp(model.rr)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 32)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.70  
## Balling 65.91  
## Mnf.Flow 62.57  
## Filler.Speed 61.87  
## Hyd.Pressure3 53.20  
## Bowl.Setpoint 52.97  
## Hyd.Pressure2 52.40  
## Hyd.Pressure1 51.54  
## Fill.Pressure 50.10  
## Usage.cont 44.60  
## Pressure.Setpoint 44.60  
## Carb.Pressure1 43.33  
## Balling.Lvl 33.79  
## Carb.Rel 33.55  
## Density 31.96  
## Brand.Code 30.22  
## Carb.Flow 27.01  
## Temperature 25.59  
## PSC 25.49

With the stepwise regression complete, we try another method colloquially known as the ’kitchen sink’ or KS model. This will throw everything but the kitchen sink into the model as parameters and return significance values to us in the form of p-values. Performing this model helps to evaluate the selection of the previous model.

model.glmb <- train(x = trainx,   
 y = trainy,   
 method = "glmboost",   
 preProcess = c("center", "scale"),  
 tuneLength = 10)  
glmbPred <- predict(model.glmb, newdata = test)  
glmb\_test <- data.frame(  
 postResample(pred = glmbPred, obs = test$PH))   
model.glmb

## Boosted Generalized Linear Model   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (31), scaled (31), ignore (1)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 1801, 1801, 1801, 1801, 1801, 1801, ...   
## Resampling results across tuning parameters:  
##   
## mstop RMSE Rsquared MAE   
## 50 0.1438774 0.3222270 0.1137794  
## 100 0.1404775 0.3453766 0.1110714  
## 150 0.1390293 0.3556490 0.1097430  
## 200 0.1381310 0.3621603 0.1088404  
## 250 0.1375588 0.3662475 0.1082176  
## 300 0.1371918 0.3688031 0.1077793  
## 350 0.1369452 0.3705247 0.1074655  
## 400 0.1367734 0.3717465 0.1072303  
## 450 0.1366391 0.3727334 0.1070371  
## 500 0.1365224 0.3736747 0.1068703  
##   
## Tuning parameter 'prune' was held constant at a value of no  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were mstop = 500 and prune = no.

caret::varImp(model.glmb)

## glmboost variable importance  
##   
## only 20 most important variables shown (out of 36)  
##   
## Overall  
## Brand.CodeC 100.000  
## Mnf.Flow 74.113  
## Brand.CodeB 36.937  
## Bowl.Setpoint 28.245  
## Brand.CodeD 27.377  
## Carb.Pressure1 27.198  
## Brand.CodeA 26.197  
## Hyd.Pressure3 23.468  
## Usage.cont 21.754  
## Temperature 20.672  
## Pressure.Setpoint 12.951  
## Alch.Rel 11.730  
## Oxygen.Filler 8.287  
## Fill.Ounces 6.770  
## Fill.Pressure 5.947  
## PSC 5.661  
## Carb.Temp 4.879  
## Carb.Volume 4.867  
## Density 4.691  
## Balling.Lvl 4.433

A ridge regression is performed next. While this model was not expected to be the best model, it set up a framework to understand how well the standard error of the predictors influences our response. Since ridge regression acts to limit standard error, we would expect that if the model turned out to be one of the best, there would be significant standard error in our predictors. From this model we also refine the level of importance we could assign to each predictor.

model.pls <- train(x = trainx,   
 y = trainy,   
 method = "pls",   
 preProcess = c("center", "scale"),  
 tuneLength = 10)  
plsPred <- predict(model.pls, newdata = test)  
pls\_test <- data.frame(  
 postResample(pred = plsPred, obs = test$PH))   
model.pls

## Partial Least Squares   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (31), scaled (31), ignore (1)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 1801, 1801, 1801, 1801, 1801, 1801, ...   
## Resampling results across tuning parameters:  
##   
## ncomp RMSE Rsquared MAE   
## 1 0.1543979 0.2075986 0.1226774  
## 2 0.1457227 0.2935975 0.1146515  
## 3 0.1429901 0.3202799 0.1127463  
## 4 0.1413624 0.3359289 0.1107825  
## 5 0.1387176 0.3606534 0.1077492  
## 6 0.1376388 0.3708057 0.1073084  
## 7 0.1369509 0.3770225 0.1063951  
## 8 0.1368718 0.3778315 0.1063153  
## 9 0.1368008 0.3785119 0.1060149  
## 10 0.1368091 0.3785562 0.1058738  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was ncomp = 9.

caret::varImp(model.pls)

## pls variable importance  
##   
## only 20 most important variables shown (out of 35)  
##   
## Overall  
## Mnf.Flow 100.00  
## Temperature 64.89  
## Usage.cont 63.02  
## Bowl.Setpoint 54.69  
## Hyd.Pressure3 49.75  
## Brand.CodeB 48.03  
## Filler.Level 44.25  
## Pressure.Setpoint 43.27  
## Hyd.Pressure2 41.58  
## Brand.CodeC 39.63  
## Carb.Pressure1 39.41  
## Fill.Pressure 38.53  
## Pressure.Vacuum 30.48  
## PSC 28.42  
## Carb.Flow 28.27  
## Hyd.Pressure4 27.91  
## Fill.Ounces 27.54  
## Oxygen.Filler 27.35  
## Density 21.56  
## Balling.Lvl 21.46

From previous plots, we can infer that the data is not linear and thus linear models are likely moot. The next model is called generalized linear modeling (GLM) and we give a boost (GLMB). In it, we accept that fact but attempt to form a link between predictors and response. This is fulfilled by a link function that reviews many potential distributions to assess which has the best fit. The boost is present to support the model in its search for the best link. Results provide another perspective on our predictor relationships so that hopefully, we can pick the best ones.

## Nonparametric Models

For the final distinctly parametric model on nonspecialized data, we have a partial least squares (PLS) regression. With this, the dimensions of the model are reduced to focus the model on the least harmful set of predictors. This subset of predictors could be used to enhance other models as well. We give close attention to level of importance of each predictor in these models as they will inform the models we think will perform best.

marsGrid <- expand.grid(.degree=1:2,   
 .nprune=2:10)  
model.mar <- train(x = trainx,   
 y = trainy,   
 method = "earth",  
 preProcess = c("center", "scale"),  
 tuneGrid = marsGrid)  
marPred <- predict(model.mar, newdata = test)  
mar\_test <- data.frame(  
 postResample(pred = marPred, obs = test$PH))   
model.mar

## Multivariate Adaptive Regression Spline   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (31), scaled (31), ignore (1)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 1801, 1801, 1801, 1801, 1801, 1801, ...   
## Resampling results across tuning parameters:  
##   
## degree nprune RMSE Rsquared MAE   
## 1 2 0.1532229 0.2187284 0.1199211  
## 1 3 0.1466596 0.2840057 0.1147312  
## 1 4 0.1447724 0.3022666 0.1126522  
## 1 5 0.1434345 0.3149132 0.1115407  
## 1 6 0.1420530 0.3282894 0.1101166  
## 1 7 0.1402804 0.3452835 0.1085698  
## 1 8 0.1389846 0.3573650 0.1071394  
## 1 9 0.1380323 0.3661995 0.1061904  
## 1 10 0.1366826 0.3785272 0.1050132  
## 2 2 0.1533283 0.2174148 0.1198591  
## 2 3 0.1475293 0.2753429 0.1152093  
## 2 4 0.1460076 0.2910286 0.1132334  
## 2 5 0.1451231 0.3014407 0.1121105  
## 2 6 0.1443553 0.3108761 0.1106718  
## 2 7 0.1431601 0.3244186 0.1089932  
## 2 8 0.1426790 0.3309937 0.1080873  
## 2 9 0.1407302 0.3482979 0.1067805  
## 2 10 0.1403491 0.3529197 0.1057961  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were nprune = 10 and degree = 1.

caret::varImp(model.mar)

## earth variable importance  
##   
## Overall  
## Mnf.Flow 100.000  
## Brand.CodeC 61.415  
## Pressure.Vacuum 38.055  
## Usage.cont 37.324  
## Temperature 37.324  
## Balling 22.914  
## Alch.Rel 17.472  
## Carb.Pressure1 8.656  
## Bowl.Setpoint 0.000

A multivariate adaptive regression spline (MARS) models nonlinearity among predictors and their outcome. This is partly why it was selected for our first parametric model. It also works well at discovering patterns in interactions better than linear regression models by using hinge functions. It is best to think of these as drawing a straight line through points with slight kinks when the data changes direction. These kinks can make a MARS model highly accurate in prediction. We center and scale the data prior to processing.

ctl <- trainControl(method='repeatedcv',   
 number=10,   
 repeats=3)  
mtry <- sqrt(ncol(train))  
tunegrid <- expand.grid(.mtry=mtry)  
model.rf <- train(PH~.,   
 data=train,   
 method='rf',  
 tuneGrid=tunegrid,   
 preProcess = c("center", "scale"),  
 trControl=ctl)  
rfPred <- predict(model.rf, newdata = test)  
rf\_test <- data.frame(  
 postResample(pred = rfPred, obs = test$PH))   
model.rf

## Random Forest   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (35), scaled (35)   
## Resampling: Cross-Validated (10 fold, repeated 3 times)   
## Summary of sample sizes: 1622, 1621, 1619, 1621, 1621, 1619, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.1050206 0.6552789 0.07749893  
##   
## Tuning parameter 'mtry' was held constant at a value of 5.744563

caret::varImp(model.rf)

## rf variable importance  
##   
## only 20 most important variables shown (out of 35)  
##   
## Overall  
## Mnf.Flow 100.00  
## Usage.cont 60.32  
## Filler.Level 44.23  
## Bowl.Setpoint 34.54  
## Temperature 34.40  
## Oxygen.Filler 34.03  
## Carb.Rel 32.22  
## Brand.CodeC 30.01  
## Balling.Lvl 29.66  
## Pressure.Vacuum 28.53  
## Balling 25.97  
## Alch.Rel 24.45  
## Carb.Pressure1 24.37  
## Carb.Flow 22.54  
## Filler.Speed 22.44  
## Air.Pressurer 21.14  
## Density 21.13  
## Fill.Pressure 20.48  
## Hyd.Pressure3 20.02  
## Carb.Volume 16.92

Another common nonparametric model generally good at prediction is the random forest (RF) model. This kind of model is built on decision trees that can merge limbs to form more accurate predictions than simple regression. It also adds some degree of randomness while growing its trees to improve performance. Here, again the data is centered and scaled since many of the predictors were not close to the same magnitude and some were far from one another’s average in their distributions.

# Neural net may take several minutes to run  
nnet\_grid <- expand.grid(.decay =   
 c(0, 0.01, .1),   
 .size = c(1:10),   
 .bag = FALSE)  
nnet\_maxnwts <- 5 \* ncol(train) + 5 + 1  
model.nnet <- train(  
 PH ~ ., data = train, method = "avNNet",  
 center = TRUE,  
 scale = TRUE,  
 tuneGrid = nnet\_grid,  
 trControl = trainControl(method = "cv"),  
 linout = TRUE,  
 trace = FALSE,  
 MaxNWts = nnet\_maxnwts,  
 maxit = 500  
)  
nnetPred <- predict(model.nnet, newdata = test)  
nnet\_test <- data.frame(  
 postResample(pred = nnetPred, obs = test$PH))   
model.nnet

## Model Averaged Neural Network   
##   
## 1801 samples  
## 32 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1622, 1621, 1621, 1622, 1621, 1621, ...   
## Resampling results across tuning parameters:  
##   
## decay size RMSE Rsquared MAE   
## 0.00 1 0.1717531 0.01138139 0.13782752  
## 0.00 2 0.1710501 0.04241839 0.13715615  
## 0.00 3 0.1702651 0.05393671 0.13642940  
## 0.00 4 0.1710365 0.02714215 0.13729792  
## 0.00 5 NaN NaN NaN  
## 0.00 6 NaN NaN NaN  
## 0.00 7 NaN NaN NaN  
## 0.00 8 NaN NaN NaN  
## 0.00 9 NaN NaN NaN  
## 0.00 10 NaN NaN NaN  
## 0.01 1 0.1425242 0.39555388 0.11204711  
## 0.01 2 0.1381662 0.36730544 0.10415747  
## 0.01 3 0.1401005 0.38522521 0.10231663  
## 0.01 4 0.1342702 0.40157581 0.09957351  
## 0.01 5 NaN NaN NaN  
## 0.01 6 NaN NaN NaN  
## 0.01 7 NaN NaN NaN  
## 0.01 8 NaN NaN NaN  
## 0.01 9 NaN NaN NaN  
## 0.01 10 NaN NaN NaN  
## 0.10 1 0.1388339 0.37985203 0.10869935  
## 0.10 2 0.1331443 0.40524911 0.10211626  
## 0.10 3 0.1302313 0.42826566 0.09872251  
## 0.10 4 0.1311139 0.42790598 0.09774633  
## 0.10 5 NaN NaN NaN  
## 0.10 6 NaN NaN NaN  
## 0.10 7 NaN NaN NaN  
## 0.10 8 NaN NaN NaN  
## 0.10 9 NaN NaN NaN  
## 0.10 10 NaN NaN NaN  
##   
## Tuning parameter 'bag' was held constant at a value of FALSE  
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were size = 3, decay = 0.1 and bag = FALSE.

caret::varImp(model.nnet)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 32)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.70  
## Balling 65.91  
## Mnf.Flow 62.57  
## Filler.Speed 61.87  
## Hyd.Pressure3 53.20  
## Bowl.Setpoint 52.97  
## Hyd.Pressure2 52.40  
## Hyd.Pressure1 51.54  
## Fill.Pressure 50.10  
## Usage.cont 44.60  
## Pressure.Setpoint 44.60  
## Carb.Pressure1 43.33  
## Balling.Lvl 33.79  
## Carb.Rel 33.55  
## Density 31.96  
## Brand.Code 30.22  
## Carb.Flow 27.01  
## Temperature 25.59  
## PSC 25.49

Inspired by the human brain, neural networks (NNET) have become popular for discovering patterns in data. It works by training or adjusting an input with a weighted value based on the performance of previous inputs. When the output is correct, additional weight is given to that input. For this reason, neural networks a principally limited by the number of neurons available for inputs and the time required to train them. Many problems benefit from the use of NNETs because the algorithm can produce highly accurate results as long as the data going into in is capable.

model.cf <- train(PH~.,   
 data=train,   
 method="cforest",   
 trControl=trctrl,  
 preProcess = c("center", "scale"),  
 tuneLength =2)  
cfPred <- predict(model.cf, newdata = test)  
cf\_test <- data.frame(postResample(pred = cfPred, obs = test$PH))   
model.cf

## Conditional Inference Random Forest   
##   
## 1801 samples  
## 32 predictor  
##   
## Pre-processing: centered (35), scaled (35)   
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1200, 1201, 1201, 1201, 1201, 1200, ...   
## Resampling results across tuning parameters:  
##   
## mtry RMSE Rsquared MAE   
## 2 0.1383423 0.4268640 0.10883377  
## 35 0.1104986 0.5930356 0.08160401  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was mtry = 35.

caret::varImp(model.cf)

## cforest variable importance  
##   
## only 20 most important variables shown (out of 35)  
##   
## Overall  
## Mnf.Flow 100.000  
## Brand.CodeC 20.473  
## Brand.CodeD 18.028  
## Air.Pressurer 11.641  
## Usage.cont 10.664  
## Pressure.Vacuum 9.037  
## Bowl.Setpoint 8.089  
## Brand.CodeB 7.602  
## Oxygen.Filler 7.546  
## Carb.Rel 4.138  
## Hyd.Pressure3 3.916  
## Temperature 3.265  
## Carb.Pressure1 3.260  
## Alch.Rel 3.222  
## Carb.Flow 3.090  
## Balling.Lvl 2.153  
## Carb.Volume 2.133  
## Density 1.968  
## Filler.Level 1.794  
## Fill.Pressure 1.621

Conditional forests (CF) are popular as well since they can generally handle smaller amounts of data with little significance better than other nonparametric and tree-based methods. Because of the ability of this model to conditionally build trees with data inputs complex interactions and predictors that share highly, potentially overly correlated relationships are not an issue for the model. We center and scale here again in hopes of improving accuracy. Through this model we expect to have the best performance overall.

Support Vector

svm\_grid <- expand.grid(C = c(1,1000))  
model.svm <- train(PH~., data = train,   
 method = 'svmRadialCost',   
 trControl = trctrl,   
 tuneGrid = svm\_grid)  
svmPred <- predict(model.svm, newdata = test)  
svm\_test <- data.frame(  
 postResample(pred = svmPred, obs = test$PH))   
model.svm

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 1801 samples  
## 32 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1201, 1201, 1200, 1200, 1201, 1201, ...   
## Resampling results across tuning parameters:  
##   
## C RMSE Rsquared MAE   
## 1 0.1248444 0.4759631 0.09273919  
## 1000 0.1515189 0.3805857 0.11270597  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was C = 1.

caret::varImp(model.svm)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 32)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.70  
## Balling 65.91  
## Mnf.Flow 62.57  
## Filler.Speed 61.87  
## Hyd.Pressure3 53.20  
## Bowl.Setpoint 52.97  
## Hyd.Pressure2 52.40  
## Hyd.Pressure1 51.54  
## Fill.Pressure 50.10  
## Usage.cont 44.60  
## Pressure.Setpoint 44.60  
## Carb.Pressure1 43.33  
## Balling.Lvl 33.79  
## Carb.Rel 33.55  
## Density 31.96  
## Brand.Code 30.22  
## Carb.Flow 27.01  
## Temperature 25.59  
## PSC 25.49

Support vector machines (SVM) are particularly great at working in higher dimensions and detecting outliers. While we are uncertain if any predictor-response relationships exist in higher dimensions, it would be best practice to include the option. This supervised learning method can specify whether dimensionality should be a greater consideration since we already know outliers are no longer an issue.

model.knn <- preProcess(train, "knnImpute")  
model.knn <- train(  
 PH ~ ., data = train,   
 method = "knn",  
 center = TRUE,  
 scale = TRUE,  
 trControl = trainControl("cv", number = 10),  
 tuneLength = 25  
)  
knnPred <- predict(model.knn, newdata = test)  
knn\_test <- data.frame(  
 postResample(pred = knnPred, obs = test$PH))   
model.knn

## k-Nearest Neighbors   
##   
## 1801 samples  
## 32 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1621, 1619, 1622, 1622, 1619, 1621, ...   
## Resampling results across tuning parameters:  
##   
## k RMSE Rsquared MAE   
## 5 0.1365543 0.3847445 0.1007528  
## 7 0.1370810 0.3742582 0.1031809  
## 9 0.1374473 0.3687643 0.1050557  
## 11 0.1372849 0.3667824 0.1054488  
## 13 0.1385088 0.3543693 0.1068265  
## 15 0.1390987 0.3477235 0.1077093  
## 17 0.1405252 0.3345124 0.1090354  
## 19 0.1413955 0.3255549 0.1096964  
## 21 0.1420692 0.3186610 0.1103664  
## 23 0.1424281 0.3148531 0.1107553  
## 25 0.1432065 0.3075185 0.1115795  
## 27 0.1437513 0.3024491 0.1121990  
## 29 0.1442905 0.2973534 0.1130440  
## 31 0.1451483 0.2887273 0.1138900  
## 33 0.1455937 0.2843154 0.1142210  
## 35 0.1463210 0.2771883 0.1148668  
## 37 0.1467295 0.2733518 0.1154371  
## 39 0.1471055 0.2697105 0.1158210  
## 41 0.1475226 0.2656709 0.1163044  
## 43 0.1480806 0.2601238 0.1168119  
## 45 0.1485197 0.2560251 0.1172089  
## 47 0.1490975 0.2503300 0.1177612  
## 49 0.1495323 0.2462947 0.1180793  
## 51 0.1499724 0.2417183 0.1184579  
## 53 0.1503598 0.2376845 0.1187488  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was k = 5.

caret::varImp(model.knn)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 32)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.70  
## Balling 65.91  
## Mnf.Flow 62.57  
## Filler.Speed 61.87  
## Hyd.Pressure3 53.20  
## Bowl.Setpoint 52.97  
## Hyd.Pressure2 52.40  
## Hyd.Pressure1 51.54  
## Fill.Pressure 50.10  
## Usage.cont 44.60  
## Pressure.Setpoint 44.60  
## Carb.Pressure1 43.33  
## Balling.Lvl 33.79  
## Carb.Rel 33.55  
## Density 31.96  
## Brand.Code 30.22  
## Carb.Flow 27.01  
## Temperature 25.59  
## PSC 25.49

For our last nonparametric model, we consider a k-nearest neighbor (KNN). It is one of the simplest algorithms and its main purpose is to classify clusters of sample points into groups for prediction. It is likely not the best model to use in our randomly scattered ‘PH’ measurements but there is a chance we are interpreting this data wrong. Having this may prove useful in widening the net of potential models capable of making the best predictions.

## Specialists

This next set of models builds on the most important predictors and models of the previous parametric and nonparametric models. They are repeated model types executed with new, specialized data to each model. Our main takeaway is the down-selection of the data by stepwise regression from the first model. The remaining models added information to confirm our assumptions about predictor importance and provide estimates of which models would perform best. We begin with another KS model.

model.ks.sel <- lm(PH~., train.selected)  
ksPred.sel <- predict(model.ks.sel, newdata = test.selected)  
ks\_sel\_test <- data.frame(  
 postResample(pred = ksPred.sel, obs = test.selected$PH))   
summary(model.ks.sel)

##   
## Call:  
## lm(formula = PH ~ ., data = train.selected)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.52630 -0.07659 0.00976 0.08744 0.77580   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.061e+01 9.740e-01 10.898 < 2e-16 \*\*\*  
## Brand.CodeA -9.272e-03 2.899e-02 -0.320 0.74915   
## Brand.CodeB 8.428e-02 1.710e-02 4.928 9.07e-07 \*\*\*  
## Brand.CodeC -5.254e-02 1.850e-02 -2.840 0.00456 \*\*   
## Brand.CodeD 4.577e-02 3.393e-02 1.349 0.17747   
## Carb.Volume -1.291e-01 5.362e-02 -2.408 0.01615 \*   
## Fill.Ounces -7.582e-02 3.823e-02 -1.983 0.04753 \*   
## PC.Volume -3.165e-02 6.126e-02 -0.517 0.60543   
## Carb.Temp 1.611e-03 8.208e-04 1.962 0.04988 \*   
## PSC -1.160e-01 6.954e-02 -1.668 0.09551 .   
## PSC.Fill -3.246e-02 2.764e-02 -1.174 0.24039   
## PSC.CO2 -6.483e-02 7.499e-02 -0.865 0.38740   
## Mnf.Flow -7.216e-04 5.511e-05 -13.095 < 2e-16 \*\*\*  
## Carb.Pressure1 7.085e-03 8.201e-04 8.638 < 2e-16 \*\*\*  
## Fill.Pressure 3.447e-03 1.396e-03 2.468 0.01366 \*   
## Hyd.Pressure2 -7.845e-04 5.716e-04 -1.372 0.17011   
## Hyd.Pressure3 2.774e-03 6.937e-04 3.998 6.64e-05 \*\*\*  
## Filler.Level -9.603e-04 5.794e-04 -1.657 0.09761 .   
## Temperature -1.565e-02 2.630e-03 -5.950 3.23e-09 \*\*\*  
## Usage.cont -7.288e-03 1.353e-03 -5.388 8.06e-08 \*\*\*  
## Carb.Flow 9.548e-06 3.846e-06 2.483 0.01313 \*   
## Density -9.481e-02 3.368e-02 -2.815 0.00493 \*\*   
## Balling -7.698e-02 2.543e-02 -3.027 0.00251 \*\*   
## Pressure.Vacuum -2.256e-02 8.124e-03 -2.777 0.00554 \*\*   
## Oxygen.Filler -3.483e-01 8.205e-02 -4.245 2.30e-05 \*\*\*  
## Bowl.Setpoint 3.014e-03 6.083e-04 4.955 7.91e-07 \*\*\*  
## Pressure.Setpoint -9.621e-03 2.300e-03 -4.184 3.01e-05 \*\*\*  
## Alch.Rel 6.868e-02 2.732e-02 2.513 0.01204 \*   
## Balling.Lvl 1.178e-01 2.417e-02 4.877 1.18e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.1331 on 1772 degrees of freedom  
## Multiple R-squared: 0.4103, Adjusted R-squared: 0.401   
## F-statistic: 44.03 on 28 and 1772 DF, p-value: < 2.2e-16

caret::varImp(model.ks.sel)

## Overall  
## Brand.CodeA 0.3198163  
## Brand.CodeB 4.9282884  
## Brand.CodeC 2.8402459  
## Brand.CodeD 1.3491159  
## Carb.Volume 2.4078595  
## Fill.Ounces 1.9828942  
## PC.Volume 0.5166947  
## Carb.Temp 1.9623127  
## PSC 1.6678931  
## PSC.Fill 1.1744066  
## PSC.CO2 0.8645558  
## Mnf.Flow 13.0949735  
## Carb.Pressure1 8.6384521  
## Fill.Pressure 2.4684597  
## Hyd.Pressure2 1.3724224  
## Hyd.Pressure3 3.9983452  
## Filler.Level 1.6574302  
## Temperature 5.9495447  
## Usage.cont 5.3883338  
## Carb.Flow 2.4828455  
## Density 2.8151855  
## Balling 3.0270473  
## Pressure.Vacuum 2.7773353  
## Oxygen.Filler 4.2446403  
## Bowl.Setpoint 4.9553497  
## Pressure.Setpoint 4.1835099  
## Alch.Rel 2.5134355  
## Balling.Lvl 4.8765171

It came as no surprise that similar results occurred akin to that of the original kitchen sink model in the parametric section. However, this model appears to perform slightly better, having a higher Rsquared value in its summary. We consider the ridge regression once more as well.

trctrl <- trainControl(method="repeatedcv",   
 number=3,   
 repeats=2)  
model.rr.sel<- caret::train(PH~.,   
 data=train.selected,  
 method="ridge",  
 trControl=trctrl)  
rrPred.sel <- predict(model.rr.sel, newdata = test.selected)  
rr\_sel\_test <-data.frame(  
 postResample(pred = rrPred.sel,   
 obs = test.selected$PH))   
model.rr.sel

## Ridge Regression   
##   
## 1801 samples  
## 25 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1200, 1201, 1201, 1202, 1199, 1201, ...   
## Resampling results across tuning parameters:  
##   
## lambda RMSE Rsquared MAE   
## 0e+00 0.1349880 0.3844382 0.1042221  
## 1e-04 0.1349832 0.3844708 0.1042246  
## 1e-01 0.1359174 0.3756516 0.1061663  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was lambda = 1e-04.

caret::varImp(model.rr.sel)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 25)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.21  
## Balling 65.10  
## Mnf.Flow 61.68  
## Hyd.Pressure3 52.08  
## Bowl.Setpoint 51.85  
## Hyd.Pressure2 51.27  
## Fill.Pressure 48.91  
## Usage.cont 43.29  
## Pressure.Setpoint 43.28  
## Carb.Pressure1 41.98  
## Balling.Lvl 32.21  
## Density 30.34  
## Brand.Code 28.55  
## Carb.Flow 25.27  
## Temperature 23.82  
## PSC 23.72  
## Pressure.Vacuum 23.36  
## Alch.Rel 23.32  
## Carb.Volume 22.10

Here again, we have made an improvement in the Rsquared term from our previous ridge regression model. This is good news since it likely means a higher RMSE as well. We continue modeling with another partial least squares’ regression.

model.pls.sel <- train(x = trainx.selected,   
 y = trainy.selected,   
 method = "pls",   
 preProcess =   
 c("center", "scale"),  
 tuneLength = 10)  
plsPred.sel <- predict(model.pls.sel, newdata = test.selected)  
pls\_sel\_test <- data.frame(  
 postResample(pred = plsPred.sel, obs = test.selected$PH))   
model.pls.sel

## Partial Least Squares   
##   
## 1801 samples  
## 25 predictor  
##   
## Pre-processing: centered (24), scaled (24), ignore (1)   
## Resampling: Bootstrapped (25 reps)   
## Summary of sample sizes: 1801, 1801, 1801, 1801, 1801, 1801, ...   
## Resampling results across tuning parameters:  
##   
## ncomp RMSE Rsquared MAE   
## 1 0.1531197 0.2109954 0.1215692  
## 2 0.1444699 0.2970746 0.1133239  
## 3 0.1416260 0.3245609 0.1105196  
## 4 0.1388956 0.3503317 0.1082919  
## 5 0.1366153 0.3715969 0.1062550  
## 6 0.1359202 0.3779680 0.1057347  
## 7 0.1355031 0.3818086 0.1052153  
## 8 0.1352068 0.3844582 0.1048873  
## 9 0.1350818 0.3855997 0.1045372  
## 10 0.1351862 0.3848038 0.1046012  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was ncomp = 9.

caret::varImp(model.pls.sel)

## pls variable importance  
##   
## only 20 most important variables shown (out of 28)  
##   
## Overall  
## Mnf.Flow 100.00  
## Temperature 73.65  
## Usage.cont 61.95  
## Hyd.Pressure3 52.93  
## Bowl.Setpoint 51.91  
## Brand.CodeB 47.66  
## Carb.Pressure1 46.76  
## Hyd.Pressure2 44.93  
## Brand.CodeC 42.38  
## Pressure.Setpoint 41.82  
## Fill.Pressure 39.94  
## Filler.Level 37.69  
## Alch.Rel 31.27  
## Pressure.Vacuum 30.62  
## PSC 29.91  
## Carb.Flow 29.31  
## Fill.Ounces 28.51  
## Oxygen.Filler 27.01  
## Brand.CodeD 15.79  
## PSC.Fill 13.40

In this model we improve yet again from the original, but worse than the ridge regression and ks models based on Rsquared values. Ideally, we want capture as much variation as possible in the predictions and it is clear through these three models so far that the selected data improve general model performance.

ctl <- trainControl(method='repeatedcv',   
 number=10,   
 repeats=3)  
mtry <- sqrt(ncol(train.selected))  
tunegrid <- expand.grid(.mtry=mtry)  
model.rf.sel <- train(PH~.,   
 data=train.selected,   
 method='rf',  
 tuneGrid=tunegrid,   
 preProcess = c("center", "scale"),  
 trControl=ctl)  
rfPred.sel <- predict(model.rf.sel, newdata = test.selected)  
rf\_sel\_test <- data.frame(  
 postResample(pred = rfPred.sel, obs = test.selected$PH))   
model.rf.sel

## Random Forest   
##   
## 1801 samples  
## 25 predictor  
##   
## Pre-processing: centered (28), scaled (28)   
## Resampling: Cross-Validated (10 fold, repeated 3 times)   
## Summary of sample sizes: 1621, 1621, 1620, 1621, 1621, 1622, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.1074159 0.6335104 0.0798771  
##   
## Tuning parameter 'mtry' was held constant at a value of 5.09902

caret::varImp(model.rf.sel)

## rf variable importance  
##   
## only 20 most important variables shown (out of 28)  
##   
## Overall  
## Mnf.Flow 100.00  
## Usage.cont 67.47  
## Filler.Level 57.55  
## Oxygen.Filler 45.93  
## Temperature 44.21  
## Bowl.Setpoint 42.83  
## Balling.Lvl 38.28  
## Pressure.Vacuum 37.02  
## Carb.Pressure1 32.89  
## Balling 32.67  
## Brand.CodeC 32.21  
## Carb.Flow 32.11  
## Alch.Rel 32.11  
## Density 27.35  
## Fill.Pressure 27.08  
## Hyd.Pressure3 25.68  
## Carb.Volume 24.64  
## PC.Volume 22.88  
## Hyd.Pressure2 22.11  
## Fill.Ounces 19.33

The random forest model appeared to have done best of all models at capturing variations in predictors with the ‘PH’ response. For testing purposes, we recreated this data set with the selected data although we expect the overall Rsquared for this model to be slightly lower since it is a subset of the original data, and the random forest model is not sensitive to more data but is sensitive to less input.

model.cf.sel <- train(PH~.,   
 data=train.selected,   
 method="cforest",   
 trControl=trctrl,  
 preProcess = c("center", "scale"),  
 tuneLength =2)  
cfPred.sel <- predict(model.cf.sel, newdata = test.selected)  
cf\_sel\_test <- data.frame(postResample(pred = cfPred.sel, obs = test.selected$PH))   
model.cf.sel

## Conditional Inference Random Forest   
##   
## 1801 samples  
## 25 predictor  
##   
## Pre-processing: centered (28), scaled (28)   
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1201, 1199, 1202, 1200, 1200, 1202, ...   
## Resampling results across tuning parameters:  
##   
## mtry RMSE Rsquared MAE   
## 2 0.1367577 0.4295738 0.10772846  
## 28 0.1128230 0.5726778 0.08473082  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was mtry = 28.

caret::varImp(model.cf.sel)

## cforest variable importance  
##   
## only 20 most important variables shown (out of 28)  
##   
## Overall  
## Mnf.Flow 100.000  
## Brand.CodeC 21.612  
## Brand.CodeD 18.837  
## Usage.cont 16.280  
## Pressure.Vacuum 12.246  
## Bowl.Setpoint 9.882  
## Oxygen.Filler 9.046  
## Brand.CodeB 8.326  
## Temperature 5.193  
## Hyd.Pressure3 4.870  
## Carb.Flow 3.842  
## Alch.Rel 3.795  
## Carb.Pressure1 3.553  
## Balling.Lvl 2.841  
## Hyd.Pressure2 2.750  
## Fill.Pressure 2.707  
## Density 2.652  
## Carb.Volume 2.531  
## Filler.Level 2.327  
## Pressure.Setpoint 2.143

A close second, the conditional forest model has an Rsquared just under the traditional random forest model. Unfortunately, both the conditional and random forest models perform worse with the down selected data. This was to be expected but still worth the effort to test it since they are quite close to one another. We finish off with a support vector model which again, did not perform as well as the original. This seems to be the case for all nonparametric models.

svm\_grid <- expand.grid(C = c(1,1000))  
model.svm.sel <- train(PH~., data = train.selected,   
 method = 'svmRadialCost',   
 trControl = trctrl,   
 tuneGrid = svm\_grid)  
svmPred.sel <- predict(model.svm.sel, newdata = test.selected)  
svm\_sel\_test <- data.frame(  
 postResample(pred = svmPred.sel, obs = test.selected$PH))   
model.svm.sel

## Support Vector Machines with Radial Basis Function Kernel   
##   
## 1801 samples  
## 25 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (3 fold, repeated 2 times)   
## Summary of sample sizes: 1201, 1201, 1200, 1202, 1199, 1201, ...   
## Resampling results across tuning parameters:  
##   
## C RMSE Rsquared MAE   
## 1 0.1258353 0.4687413 0.09362054  
## 1000 0.1708021 0.3035524 0.12625596  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final value used for the model was C = 1.

caret::varImp(model.svm.sel)

## loess r-squared variable importance  
##   
## only 20 most important variables shown (out of 25)  
##   
## Overall  
## Oxygen.Filler 100.00  
## Filler.Level 79.21  
## Balling 65.10  
## Mnf.Flow 61.68  
## Hyd.Pressure3 52.08  
## Bowl.Setpoint 51.85  
## Hyd.Pressure2 51.27  
## Fill.Pressure 48.91  
## Usage.cont 43.29  
## Pressure.Setpoint 43.28  
## Carb.Pressure1 41.98  
## Balling.Lvl 32.21  
## Density 30.34  
## Brand.Code 28.55  
## Carb.Flow 25.27  
## Temperature 23.82  
## PSC 23.72  
## Pressure.Vacuum 23.36  
## Alch.Rel 23.32  
## Carb.Volume 22.10

# Model Selection

Before selecting the best model, we decide on which summary statistics will produce the most accurate results in a real-world setting. We also review the importance of several predictors, make predictions on our test set, and visualize the results.

## Evaluation Criteria

We focus on three main metrics to evaluate the models. They are the root mean squared error (RMSE), the coefficient of determination (R squared), and mean absolute error (MAE) in each model. Of these, MAE is the most important to us in evaluation. This is because it finds the absolute difference in forecast values from actual values. For our simulated training and testing data, this should prove most useful in identifying the most accurate model. However, if other metrics (RMSE and R squared) are particularly strong or weak, then slightly lower MAE may mean less overall. We consider these metrics holistically to get the full picture.

## Selection and Prediction

Predictions are made with the test set that contains 30% of the original data. The function postResample() from the caret package was used during model creation and evaluation to assess each model when building them. This led us to assume that the random forest would perform best. This plot of the tree-error response curve demonstrates why.

rf.MAE <- round(model.rf$results$MAE, 6)  
plot(model.rf$finalModel, main="Tree Error Response Curve", col = "darkgreen")   
text(xy.coords(250, 0.02),   
 labels = paste("MAE =",rf.MAE))
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As the number of trees increase the errors made by the model decreased on an exponential scale. Although we are aware there are variations in the dark green error curve, they are hardly visible because of how small the changes are. It took less than 50 trees to produce an error response below 0.012 and it steadily moved closer to zero with additional trees.

decisiontree <- train(x = trainx,  
 y = trainy,  
 method = "rpart",  
 tuneLength = 7,  
 control = rpart.control(maxdepth=2))  
rpart.plot(decisiontree$finalModel)

![](data:image/png;base64,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)

Decision trees dendrograms can also provide meaningful information about the final model’s predictors selection process. Our model contains 500 trees and produces highly accurate results within the first 50. While it would be great to know what this tree looked like, it would not be visible on this page. Instead, we create an exemplary decision tree of the same with only the first few decisions.

In this example we visualize to comprehend how our random forest model functionally makes decisions. Each bubble is a node corresponding to a predictor. Nodes are arranged in descending order of importance. In this case the most important predictor happens to be ‘Mnf.Flow’ which is why it is placed at the top of the model. The model also computes selector criterion at each node to descend the predictors in order of importance. The ideal quantity of decisions are then quantified by the model to minimize errors. This dendrogram only contains 7 nodes. Our final random forest model does not have the same nodes but shares the same process.

After making our judgement on the random forest model we then intentionally recreated new models on down selected data to in six separate attempts improve model MAE. Our intent was to beat it. However, the original nonparametric random forest model remained the primary source of prediction due to it having the lowest MAE and second RMSE and Rsquared. It was used to generate our predictions.

# Conclusion

After cleaning approximately 2,571 observations in each of the 33 variables of this food and beverage manufacturing company, 17 models were generated to find that the best model was the nonparametric random forest. It has the lowest MAE which we favorited as the best predictor since it quantifies error of the model by directly measuring the absolute difference between expected and actual observations. It also had the second highest RMSE and Rsquared values of all models.

## Model Results

The results of all 17 models are summarized by RMSE, Rsquared, and MAE in the follow table. Model names are abbreviated for quick referencing and any model with an “ \* ” next to it is a specialized form of that model.

model.results <- data.frame(t(pm\_test)) %>%   
 mutate("Model" = "PM") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Stepwise Model Results  
model.results.pm <- data.frame(t(pm\_test)) %>%   
 mutate("Model" = "STEP") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Kitchen Sink Model Results  
model.results.ks <- data.frame(t(ks\_test)) %>%   
 mutate("Model" = "KS") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Ridge Regression Model Results  
model.results.rr <- data.frame(t(rr\_test)) %>%   
 mutate("Model" = "RR") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Boosted Generalized Linear Model Results  
model.results.glmb <- data.frame(t(glmb\_test)) %>%  
 mutate("Model" = "GLMB") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Partial Least Squares Model Results  
model.results.pls <- data.frame(t(pls\_test)) %>%   
 mutate("Model" = "PLS") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Multivariate Adaptive Splines Model Results  
model.results.mar <- data.frame(t(mar\_test)) %>%   
 mutate("Model" = "MAR") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Random Forest Model Results  
model.results.rf <- data.frame(t(rf\_test)) %>%   
 mutate("Model" = "RF") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Neural Net Model Results  
model.results.nnet <- data.frame(t(nnet\_test)) %>%  
 mutate("Model" = "NNET") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Conditional Forest Model Results  
model.results.cf <- data.frame(t(cf\_test)) %>%   
 mutate("Model" = "CF") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Support Vector Machine Model Results  
model.results.svm <- data.frame(t(svm\_test)) %>%   
 mutate("Model" = "SVM") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# K-Nearest Neighbor Model Results  
model.results.knn <- data.frame(t(knn\_test)) %>%   
 mutate("Model" = "KNN") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Kitchen Sink Model Results  
model.results.ks.sel <- data.frame(  
 t(ks\_sel\_test)) %>%  
 mutate("Model" = "KS\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Ridge Regression Model Results  
model.results.rr.sel <- data.frame(  
 t(rr\_sel\_test)) %>%   
 mutate("Model" = "RR\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Ridge Regression Model Results  
model.results.pls.sel <- data.frame(  
 t(pls\_sel\_test)) %>%   
 mutate("Model" = "PLS\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Random Forest Model Results  
model.results.rf.sel <- data.frame(  
 t(rf\_sel\_test)) %>%   
 mutate("Model" = "RF\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Conditional Forest Model Results  
model.results.cf.sel <- data.frame(  
 t(cf\_sel\_test)) %>%   
 mutate("Model" = "CF\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Specialized Support Vector Model Results  
model.results.svm.sel <- data.frame(  
 t(svm\_sel\_test)) %>%   
 mutate("Model" = "SVM\*") %>%   
 dplyr::select(Model, RMSE, Rsquared, MAE)  
# Combined Tabulated Model Results  
model.results <- rbind(  
 model.results.pm,   
 model.results.ks,   
 model.results.rr,   
 model.results.glmb,  
 model.results.pls,   
 model.results.mar,  
 model.results.rf,   
 model.results.nnet,  
 model.results.cf,   
 model.results.svm,  
 model.results.knn,  
 model.results.ks.sel,  
 model.results.rr.sel,   
 model.results.pls.sel,   
 model.results.rf.sel,  
 model.results.cf.sel,   
 model.results.svm.sel  
)  
model.results <- model.results %>%   
 dplyr::mutate(across(where(is.numeric),   
 round, 3)) %>%   
 dplyr::arrange(MAE) %>%   
 dplyr::mutate(Rank = row\_number()) %>%   
 dplyr::select(Rank, Model, RMSE, Rsquared, MAE)  
flextable(model.results) %>%   
 theme\_vanilla() %>%   
 set\_table\_properties(layout = "autofit")

| **Rank** | **Model** | **RMSE** | **Rsquared** | **MAE** |
| --- | --- | --- | --- | --- |
| 1 | RF | 0.101 | 0.697 | 0.075 |
| 2 | CF | 0.100 | 0.675 | 0.075 |
| 3 | RF\* | 0.103 | 0.679 | 0.077 |
| 4 | CF\* | 0.103 | 0.657 | 0.078 |
| 5 | SVM | 0.116 | 0.558 | 0.084 |
| 6 | SVM\* | 0.117 | 0.545 | 0.086 |
| 7 | NNET | 0.147 | 0.335 | 0.099 |
| 8 | KNN | 0.136 | 0.393 | 0.100 |
| 9 | MAR | 0.130 | 0.438 | 0.101 |
| 10 | STEP | 0.133 | 0.415 | 0.103 |
| 11 | KS | 0.133 | 0.415 | 0.103 |
| 12 | RR | 0.133 | 0.415 | 0.103 |
| 13 | KS\* | 0.132 | 0.418 | 0.103 |
| 14 | RR\* | 0.132 | 0.418 | 0.103 |
| 15 | PLS\* | 0.132 | 0.417 | 0.103 |
| 16 | GLMB | 0.133 | 0.412 | 0.104 |
| 17 | PLS | 0.133 | 0.412 | 0.104 |

## Discussion

When reviewing the most important predictors to each model but especially the winning random forest model, there is a discrepancy. For example, a table has been compiled with the first 9 predictors from the most important stepwise AIC regression selection. They are ordered.

# Calculate Importance by Predictor  
# Rearrange in descending order  
model.imps <- data.frame()  
pm.imps <- caret::varImp(model.pm) %>%   
 dplyr::arrange(desc(Overall))  
ks.imps <- caret::varImp(model.ks) %>%   
 dplyr::arrange(desc(Overall))  
rr.imps <- caret::varImp(model.rr)   
glmb.imps <- caret::varImp(model.glmb)   
pls.imps <- caret::varImp(model.pls)  
mar.imps <- caret::varImp(model.mar)  
rf.imps <- caret::varImp(model.rf)   
nnet.imps <- caret::varImp(model.nnet)   
cf.imps <- caret::varImp(model.cf)   
svm.imps <- caret::varImp(model.svm)  
knn.imps <- caret::varImp(model.knn)  
ks.sel.imps <- caret::varImp(model.ks.sel) %>%   
 dplyr::arrange(desc(Overall))  
rr.sel.imps <- caret::varImp(model.rr.sel)   
pls.sel.imps <- caret::varImp(model.pls.sel)  
rf.sel.imps <- caret::varImp(model.rf.sel)  
cf.sel.imps <- caret::varImp(model.cf.sel)  
svm.sel.imps <- caret::varImp(model.svm.sel)  
# Combine and Display Importance by Model  
model.imps <- pm.imps  
model.imps <- model.imps %>%  
 data.frame() %>%   
 tibble::rownames\_to\_column("Predictor") %>%  
 dplyr::rename(STEP = Overall) %>%   
 dplyr::arrange(desc(STEP)) %>%   
 dplyr::slice\_head(n = 9) %>%   
 cbind(ks.imps[1:9,]) %>%   
 cbind(rr.imps$importance[1:9,]) %>%   
 cbind(glmb.imps$importance[1:9,]) %>%  
 cbind(pls.imps$importance[1:9,]) %>%   
 cbind(mar.imps$importance[1:9,]) %>%   
 cbind(rf.imps$importance[1:9,]) %>%   
 cbind(nnet.imps$importance[1:9,]) %>%   
 cbind(cf.imps$importance[1:9,]) %>%   
 cbind(svm.imps$importance[1:9,]) %>%   
 cbind(knn.imps$importance[1:9,]) %>%   
 cbind(ks.sel.imps[1:9,]) %>%   
 cbind(rr.sel.imps$importance[1:9,]) %>%   
 cbind(pls.sel.imps$importance[1:9,]) %>%   
 cbind(rf.sel.imps$importance[1:9,]) %>%   
 cbind(cf.sel.imps$importance[1:9,]) %>%   
 cbind(svm.sel.imps$importance[1:9,]) %>%  
 dplyr::rename(KS='ks.imps[1:9, ]',  
 RR='rr.imps$importance[1:9, ]',  
 GLMB='glmb.imps$importance[1:9, ]',  
 PLS='pls.imps$importance[1:9, ]',  
 MARS='mar.imps$importance[1:9, ]',  
 RF='rf.imps$importance[1:9, ]',  
 NNET='nnet.imps$importance[1:9, ]',  
 CF='cf.imps$importance[1:9, ]',  
 SVM='svm.imps$importance[1:9, ]',  
 KNN='knn.imps$importance[1:9, ]',  
 'KS\*'='ks.sel.imps[1:9, ]',  
 'RR\*'='rr.sel.imps$importance[1:9, ]',  
 'PLS\*'='pls.sel.imps$importance[1:9, ]',  
 'RF\*'='rf.sel.imps$importance[1:9, ]',  
 'CF\*'='cf.sel.imps$importance[1:9, ]',  
 'SVM\*'='svm.sel.imps$importance[1:9, ]',  
)  
model.imps <- model.imps %>%   
 t() %>%   
 data.frame()   
names(model.imps) <- as.matrix(model.imps[1,])  
model.imps <- model.imps[-1,]  
model.imps <- model.imps %>%   
 tibble::rownames\_to\_column("Model")  
flextable::flextable(model.imps) %>%   
 theme\_vanilla() %>%   
 set\_table\_properties(layout = "autofit")

| **Model** | **Mnf.Flow** | **Carb.Pressure1** | **Temperature** | **Usage.cont** | **Brand.CodeB** | **Bowl.Setpoint** | **Balling.Lvl** | **Oxygen.Filler** | **Hyd.Pressure3** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| STEP | 12.905521 | 8.461446 | 5.918955 | 5.283926 | 5.064469 | 4.635294 | 4.582208 | 4.272265 | 4.156739 |
| KS | 12.905521 | 8.461446 | 5.918955 | 5.283926 | 5.064469 | 4.635294 | 4.582208 | 4.272265 | 4.156739 |
| RR | 30.215924 | 23.912472 | 15.910720 | 2.324998 | 16.656413 | 16.965786 | 25.492481 | 7.920395 | 2.922509 |
| GLMB | 26.196829 | 36.936978 | 100.000000 | 27.377351 | 4.866748 | 6.770186 | 4.878596 | 5.661394 | 1.605650 |
| PLS | 10.739848 | 48.026903 | 39.625361 | 11.769748 | 13.390892 | 27.542211 | 8.344082 | 8.383881 | 7.859082 |
| MARS | 100.000000 | 61.415463 | 38.055402 | 37.324107 | 37.324107 | 22.913963 | 17.471943 | 8.656008 | 0.000000 |
| RF | 0.000000 | 8.269060 | 30.007180 | 3.492107 | 16.916638 | 13.279216 | 15.695956 | 9.584583 | 9.118037 |
| NNET | 30.215924 | 23.912472 | 15.910720 | 2.324998 | 16.656413 | 16.965786 | 25.492481 | 7.920395 | 2.922509 |
| CF | 1.48717953 | 7.61232635 | 20.87706950 | 18.34570554 | 2.27495376 | 0.38726487 | 0.72451081 | 0.09792447 | 0.04845622 |
| SVM | 30.215924 | 23.912472 | 15.910720 | 2.324998 | 16.656413 | 16.965786 | 25.492481 | 7.920395 | 2.922509 |
| KNN | 30.215924 | 23.912472 | 15.910720 | 2.324998 | 16.656413 | 16.965786 | 25.492481 | 7.920395 | 2.922509 |
| KS\* | 13.094974 | 8.638452 | 5.949545 | 5.388334 | 4.955350 | 4.928288 | 4.876517 | 4.244640 | 4.183510 |
| RR\* | 28.5548257 | 22.1013297 | 13.9091083 | 0.0000000 | 14.9892893 | 23.7189483 | 5.7285864 | 0.6117337 | 61.6770967 |
| PLS\* | 11.478586 | 47.664766 | 42.382832 | 15.788191 | 1.201595 | 28.508944 | 5.517669 | 9.157070 | 29.914377 |
| RF\* | 0.000000 | 9.926528 | 32.213397 | 3.757714 | 24.640449 | 19.327192 | 22.882223 | 14.546633 | 18.543651 |
| CF\* | 1.5770554 | 8.2968753 | 22.0349855 | 19.0589877 | 2.3425089 | 0.6573852 | 0.8267325 | 0.0000000 | 0.1036405 |
| SVM\* | 28.5548257 | 22.1013297 | 13.9091083 | 0.0000000 | 14.9892893 | 23.7189483 | 5.7285864 | 0.6117337 | 61.6770967 |

The predictor deemed most important in our stepwise regression ‘Mnf.Flow’ turned out to have no importance in the random forest. In fact, the only variable that showed promise from our selection in the random forest model was ‘Temperature’ with an importance value of 28.6. This may be caused by the formula unique to the model type since MARS, GLMB, and SVM share a similar adaptive regression capability. Future studies should explore this further to exploit the benefits of specific predictor-response relationships if there are any to be found.

Lastly, in future studies it would also be wise to consider alternative models, reduce the outlier leniency by shrinking the IQR multiplier, and perhaps create new features from existing predictors. While our model provides an impressive amount of accuracy it could be improved. New features could include ratios of pressure and temperature, for example, since they are known to have a clear linear relationship in nature. Adjustments such as these would also provide deeper insight into the eb and flow pattern of the randomly distributed ‘PH’ measurements in the manufacturing process, which, is the main challenge we face when making predictions.